              Folosirea macrourilor cu Visual Basic Editor
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Visual Basic Editor, included with most Office applications, is the environment you use to create, modify, and manage Office macros.
Proiectul- contine unul sau mai multe module.
Macro-ul-  consta dintr-un cod  care incepe cu cheia Sub  si se incheie si se incheie  cu cheia  End Sub. (Acest cod este de altfel cunoscut ca  subroutina).
 Modulul - contine unul sau mai multe macrouri sau mai multe macrouri sau subrutine .
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  Un proiect contine unul sau mai multe module.
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  Un modul contine unul sau mai multe macrouri sau subrutine.
The Visual Basic Editor is used to manage projects and their associated modules. Visual Basic Editor se acceseasa din meniul   Tools  , comanda  Macro  si apoi se executa  click Visual Basic Editor.

Try it out!(incercati-l!)
Let's create a simple macro and then use the Visual Basic Editor to modify our macro later. The macro we'll create changes the background color of a Microsoft Word document based on the color values you specify. 
Pentru crearea si executia unui macro :

1. Se porneste  Microsoft Word. 

2. Se creaza un nou  document. 

3. Din  menul  Tools, point to Macro and then click Macros. 

4. In caseta  Macros in , click Normal.dot (global template). 

5. In  Macro name box,  ChangeColor and then click Create. 
Urmatorul cod  apare  in  Visual Basic Editor:

Sub ChangeColor()
  ' 
  ' ChangeColor Macro
  ' Macro created {date} by {name}
  '
   
End Sub
  

6. Editarea   codului :

Sub ChangeColor()
  ' 
  ' ChangeColor Macro
  ' Macro created {date} by {name}
  '
   
Dim intRed As Integer
Dim intGreen As Integer
Dim intBlue As Integer

intRed = InputBox("Red value? (0-255)")

intGreen = InputBox("Green value? (0-255)")

intBlue = InputBox("Blue value? (0-255)")

ActiveWindow.View = wdWebView

With ActiveDocument.Background.Fill


Visible = msoTrue


.ForeColor.RGB = RGB(intRed, intGreen, intBlue)     

End With
    

MsgBox "The document's background is now RGB(" & _

intRed & ", " & intGreen & ", " & intBlue & ")."
End Sub
  

7. Din meniul View, click Microsoft Word. 

8. Type some text in the document so you can see the contrast between the document's background and the text. 

9. On the Tools menu in Word, point to Macro, and click Macros. Click ChangeColor, and click Run.

Note:  If a message appears stating that the macros in the project are disabled, do one or both of the following: 

· Refer to the Microsoft Product Support Services article WD2002: "The Macros in the Project Are Disabled" Message When You Run a Macro (Q290949) to enable the macro to run properly. 

· Refer to the assistance article Changing Macro Security Settings in Office XP.
  

10. In the dialog box that appears, enter a whole number between 0 and 255 three times (for each value of red, green, and blue), and click OK each time. 

The document's background color changes to match the combined red-green-blue (RGB) value you provided in the previous step. 

Now, let's use the Visual Basic Editor to modify the macro. Let's change the background color of all of the text in the Word document based on the color values you specify. To do this: 

1. On the Tools menu, point to Macro and click Visual Basic Editor. 

2. In the Project window, expand the Normal folder if it is not already expanded.
Note  If the Project Explorer window is not visible, on the View menu, click Project Explorer. 

3. In the expanded Normal folder, expand the Modules folder if it is not already expanded. 

4. Double-click NewMacros. 

5. Locate the ChangeColor macro code from the previous procedure.
Note If you have problems locating the ChangeColor macro, try clicking ChangeColor in the Procedure dropdown list at the top right edge of the Code window. 

6. Next, edit the code so that it looks like this (changes from the previous code are highlighted in bold):

Sub ChangeColor()
'
' ChangeColor Macro
' Macro created {date} by {name}
'

    Dim intRed As Integer
    Dim intGreen As Integer
    Dim intBlue As Integer
    
    intRed = InputBox("Red value? (0-255)")
    intGreen = InputBox("Green value? (0-255)")
    intBlue = InputBox("Blue value? (0-255)")
    
    ActiveWindow.View = wdWebView
    
    With ActiveDocument
        
        .Select
        .Range.Font.Color = RGB(intRed, intGreen, intBlue)
        
    End With
    
    MsgBox "The document's text is now RGB(" & _
        intRed & ", " & intGreen & ", " & intBlue & ")."

End Sub
  

7. Click anywhere in the ChangeColor macro between the Sub and End Sub keywords. 

8. On the Run menu, click Run Sub/UserForm. 

9. In the dialog box that appears, enter whole numbers between 0 and 255 for each value of red, green, and blue, and then click OK for each of the red, green, and blue input boxes that appear. 

The document's text color changes to match the combined red-green-blue (RGB) value you provided in the previous step. 

Managing modules and projects

The main code-management tool you use in the Visual Basic Editor to work with modules and projects is called the Project Explorer. The Project window is usually visible when you open the Visual Basic Editor. If the Project Explorer window is not visible, it can be displayed by clicking Project Explorer on the View menu in the Visual Basic Editor.

The Project window displays the contents of all stored macro code associated with the active Office application and/or Office document. The following table lists the available macro code storage locations for the main Office applications.

	Application
	Available macro code storage locations

	Microsoft Access 2002
	Only within the database in which the code was created.

	Microsoft Excel 2002
	Only within the workbook in which the code was created.

	Microsoft FrontPage® 2002
	Only within the FrontPage application itself (in a file named FrontPage.fpm that resides on the local computer). You cannot store macro code within a particular FrontPage Web or within individual Web pages.

	Microsoft Outlook® 2002
	Only within the Outlook application itself (in a file named VbaProject.otm that resides on the local computer). You cannot store macro code within individual Outlook items.

	Microsoft PowerPoint® 2002
	Only within the presentation in which the code was created.

	Microsoft Word 2002
	With the Normal.dot template, any other available Word template, or the active document.


Sharing macros with others

When you distribute databases, spreadsheets, presentations, and documents containing macros to others, they can start running the attached macros immediately. You can also distribute individual modules containing macros, separate from Office documents and projects, to other Office users.

To distribute individual modules separate from Office documents and projects

1. Right-click the module containing your macro in the Project window. 

2. Click Export File and follow the directions to save the exported code to a stand-alone file. 

Note that the code in this file will not run on its own, however; it must be imported into an existing Office document or project, depending on the Office application.

To import a code file

1. On the File menu in the Visual Basic Editor, click Import File. 

2. Follow the directions to bring the file's code into your document or project. 

Next time

Now that we have most of the preliminary information about working with macros out of the way, I will start next time by sharing several macros that will help you speed up your work. Until then, experiment with the Visual Basic Editor and use the Visual Basic Editor's menu commands and shortcut key combinations to help you manage your macros.

Keep sending those e-mails!

I look forward to receiving your e-mails at pwruser@microsoft.com. I really want this to be your column, so please send me your comments and favorite handcrafted Office solutions. Remember, I will not be able to feature every Office solution that I receive, I will not have the time to respond to all of your e-mail, and I am not a technical support representative. But I may feature your solution in an upcoming column.
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